SOLID: Five basic principles of class design

Classes are the building blocks of applications. Just like bricks in a building. To understand whether a class is properly written, you can check how it measures up to "quality standards". In Java, these are the so-called SOLID principles, and we're going to talk about them

|  |  |
| --- | --- |
| **Principle** | **Description** |
| **Single Responsibility Principle** | Each class should be responsible for a single part or functionality of the system. |
| **Open-Closed Principle** | Software components should be open for extension, but not for modification. |
| **Liskov Substitution Principle** | Objects of a superclass should be replaceable with objects of its subclasses without breaking the system. |
| **Interface Segregation Principle** | No client should be forced to depend on methods that it does not use. |
| **Dependency Inversion Principle** | High-level modules should not depend on low-level modules, both should depend on abstractions. |

1. **Single Responsibility Principle :**

Every class in Java should have a single job to do. To be precise, there should only be one reason to change a class

Such classes will always be easy to modify if necessary, because it is clear what the class is and is not responsible for. In other words, we will be able to make changes and not be afraid of the consequences, i.e. the impact on other objects

**Example :**

|  |
| --- |
| class Book {  String title;  String author;  // other book related attributes and methods  }  class BookPrinter {  void printBook(Book book) {  // print logic  }  } |

1. **Open-Closed Principle:**

Software entities (e.g., classes, modules, functions) should be *open* for an extension, but *closed* for modification.

This means that it should be possible to change a class's external behavior without making changes to class's existing code. According to this principle, classes are designed so that tweaking a class to fit specific conditions simply requires extending it and overriding some functions.

Consider the below method of the class **VehicleCalculations**:

|  |
| --- |
| public class VehicleCalculations {  public double calculateValue(Vehicle v) {  if (v instanceof Car) {  return v.getValue() \* 0.8;  if (v instanceof Bike) {  return v.getValue() \* 0.5;  }  } |

Suppose we now want to add another subclass called **Truck**. We would have to modify the above class by adding another if statement, which goes against the Open-Closed Principle.

A better approach would be for the **subclasses** Car and Truck to override the **calculateValue** method:

**Example :**

|  |
| --- |
| public class Vehicle {  public double calculateValue() {...}  }  public class Car extends Vehicle {  public double calculateValue() {  return this.getValue() \* 0.8;  }  public class Truck extends Vehicle{  public double calculateValue() {  return this.getValue() \* 0.9;  } |

1. **Liskov Substitution Principle :**

This is a variation of the open closed principle that we mentioned earlier. It can be defined as follows: objects can be replaced by objects of subclasses without changing a program's properties.

This means that a class created by extending a base class must override its methods so that the functionality is not compromised from the client's point of view. That is, if a developer extends your class and uses it in an application, he or she should not change the expected behavior of any overridden methods.

**Example :**

|  |
| --- |
| class Bird {  void fly() {  // fly logic  }  }  class Duck extends Bird {  @Override  void fly() {  // fly logic for Duck  }  } |

1. **Interface Segregation Principle :**

This principle states that no client should be forced to depend on interfaces they do not use. Essentially, it suggests that it is better to have many smaller, specific interfaces than one large, general interface.

***Example*:**

Let's say we have a Document interface with methods for **open()**, **save()**, and **print()**. If we have a ReadOnlyDocument class, it doesn't make sense for it to have a **save()** method because it's read-only. This is where ISP comes into play.

|  |
| --- |
| interface Document {  void open();  void save();  void print();  }  interface Openable {  void open();  }  interface Printable {  void print();  }  class ReadOnlyDocument implements Openable, Printable {  public void open() {  // open logic  }  public void print() {  // print logic  }  } |

1. **Dependency Inversion Principle** :

This principle states that high-level modules should not depend on low-level modules. Both should depend on abstractions. Additionally, abstractions should not depend upon details. Details should depend upon abstractions.

In simpler terms, DIP promotes the use of interfaces for the purpose of decoupling, where lower level classes implement interfaces that are used by higher level classes.

**Example:**

Let's consider a **TextEditor** class that depends on a **SpellChecker** class. In a scenario where the **TextEditor** class is a high-level module and the **SpellChecker** class is a low-level module, the high-level module would directly depend on the low-level module, which is not ideal.

|  |
| --- |
| class SpellChecker {  public void checkSpelling() {  // spell checking logic  }  }  class TextEditor {  private SpellChecker checker;  public TextEditor() {  this.checker = new SpellChecker();  }  public void checkDocumentSpelling() {  checker.checkSpelling();  }  } |

By applying DIP, we would introduce an interface, say **ISpellChecker**, that the **SpellChecker** class implements. The **TextEditor** class would then interact with the **ISpellChecker** interface, therefore depending on an abstraction rather than a concrete class.

|  |
| --- |
| interface ISpellChecker {  void checkSpelling();  }  class SpellChecker implements ISpellChecker {  public void checkSpelling() {  // spell checking logic  }  }  class TextEditor {  private ISpellChecker checker;  public TextEditor(ISpellChecker checker) {  this.checker = checker;  }  public void checkDocumentSpelling() {  checker.checkSpelling();  }  } |

In this way, the **TextEditor** class is decoupled from the **SpellChecker** class, and both depend on the **ISpellChecker** abstraction.

**Association**

If two classes in a model need to communicate with each other, there must be a link between them, and that can be represented by an association (connector).

Tables will be Student and Instructor on Db.

A single student can associate with multiple teachers:
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The example indicates that every Instructor has one or more Students:
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We can also indicate the behavior of an object in an association (i.e., the role of an object) using role names.
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**Example :**

A tutor can associate with multiple students, or one student can associate with multiple teachers.

The composition and aggregation are two subsets of association. In both of the cases, the object of one class is owned by the object of another class; the only difference is that in composition, the child does not exist independently of its parent, whereas in aggregation, the child is not dependent on its parent i.e., standalone. An aggregation is a special form of association, and composition is the special form of aggregation.

![UML Association vs. Aggregation vs. Composition](data:image/png;base64,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)

**Aggregation :**

It represents has a relationship. It is more specific than an association. It describes a part-whole or part-of relationship. It is a binary association, i.e., it only involves two classes. It is a kind of relationship in which the child is independent of its parent.

**Example:**

Here we are considering a car and a wheel example. A car cannot move without a wheel. But the wheel can be independently used with the bike, scooter, cycle, or any other vehicle. The wheel object can exist without the car object, which proves to be an aggregation relationship.
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**Composition :**

The composition is a part of aggregation, and it portrays the whole-part relationship. It depicts dependency between a composite (parent) and its parts (children), which means that if the composite is discarded, so will its parts get deleted. It exists between similar objects.

**Example:**

The composition association relationship connects the Person class with Brain class, Heart class, and Legs class. If the person is destroyed, the brain, heart, and legs will also get discarded.
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**Design Patterns**

A design patterns are **well-proved solution** for solving the specific problem/task

**Advantage:**

* They are reusable in multiple projects.
* They provide the solutions that help to define the system architecture.
* They capture the software engineering experiences.
* They provide transparency to the design of an application.
* They are well-proved and testified solutions since they have been built upon the knowledge and experience of expert software developers.
* Design patterns don?t guarantee an absolute solution to a problem. They provide clarity to the system architecture and the possibility of building a better system.

**Types:**

1. **Creational Design Pattern**

Creational design patterns are concerned with the way of creating objects. These design patterns are used when a decision must be made at the time of instantiation of a class (i.e. creating an object of a class).

But everyone knows an object is created by using new keyword in java. For example:

StudentRecord s1=**new** StudentRecord();

* Factory Method Pattern
* Abstract Factory Pattern
* Singleton Pattern

etc.

**Singleton Pattern**

Singleton is a creational design pattern that ensures a class has only one instance while providing a global access point to this instance. It's called 'singleton' because it restricts instantiation of a class to a single instance

|  |
| --- |
| public class Singleton {  private static Singleton uniqueInstance;  private Singleton() {}  public static synchronized Singleton getInstance() {  if (uniqueInstance == null) {  uniqueInstance = new Singleton();  }  return uniqueInstance;  }  } |

1. **Structural Design Pattern**

The structural design patterns simplify the structure by identifying the relationships.

These patterns focus on, how the classes inherit from each other and how they are composed from other classes.

* [Composite Pattern](https://www.javatpoint.com/composite-pattern)
* Proxy pattern

Etc.

1. **Behavioral Design Pattern**

the interaction between the objects should be in such a way that they can easily talk to each other and still should be loosely coupled.

That means the implementation and the client should be loosely coupled in order to avoid hard coding and dependencies.

* Iterator Pattern
* Template Pattern
* Null Object

Etc.